# About Elan

Elan is a programming language…

* Designed specifically for education –not just learning how to program, but for learning how to program *well*.
* Elan is committed to continuing to serve the needs of education to the best possible degree, and not to be tempted to try to attract professional developers – who have different needs. But that does not imply that Elan is in any way a primitive language
* Is a ‘multi-paradigm’ language, meaning that it supports the ‘procedural’ (PP), ‘object-oriented’ (OOP), and ‘functional’ (FP) programming paradigms. Its support for FP – seen by many computer scientists as set to become the next ‘dominant paradigm’ in programming – is considerably better than most multi-paradigm programming languages used in education today.
* We argue, therefore, that learning to program in Elan, sets you up very well to transition to a wide range of advanced programming languages should you decide to

## Requirements

Elan runs within a browser, and we recommend using Chrome.

We also strongly recommend that once you have navigated to the Elan page, that you switch the browser to full-screen mode e.g by pressing **F11** – in order to maximise both the screen area available to view the code and the input/output windows when running a program.

## Elan code files

Elan code files…

* have a .elan ‘file extension’ e.g. myProgram.elan
* must be created, saved, and edited, from the Elan IDE. If you try to create or edit an Elan code file outside the IDE (for example in Notepad, or another IDE), the file you create will almost certainly not be able to be loaded into the Elan editor, and hence not be able to be run.
* may be *loaded* into the Elan IDE from anywhere on your own machine, or from a file server that you have access to.
* are always *saved* to the Downloads directory, from which they may be copied or moved to another location. (This is a restriction imposed by browsers - for security reasons – not by Elan).
* are plain text files. They may be viewed in e.g. Notepad, checked into a code repository such as GitHub, and the difference between versions of a file during development viewed using a standard ‘diff’ tool

## Accessibility

* Because Elan runs in a browser, you can use the standard browser actions for magnifying the text size – for example by holding down the **Ctrl** button and using the mouse scroll-wheel.
* Elan makes heavy use of ‘traffic light’ colours (red, amber, green) to distinguish the status of various aspects of the code. If you have difficulty distinguishing these colours, teacher may easily create a profile for you that uses alternative colours.
* Most actions can be initiated either via the mouse, or through keyboard short-cuts. It is possible to do everything without a mouse.
* (A longer term aim of the Elan designers is to create a version of Elan that is designed specifically for blind users.)

## Versioning

Unlike in most languages, the Elan language and the IDE (integrated development environment) form a single product, with a single version. There is no possibility of the two becoming ‘out of synch’.

The version number that you are using, is always shown within the ‘header comment’ found at the top of every Elan code file. This comment is generated by the system and may not be edited or deleted. Indeed the header comment must exist in the file in order to load a file.

Elan adopts the discipline of ‘semantic versioning’ (see <https://semver.org/> ). The version has three parts, for example:  
v1.2.35

While Elan will be updated quite frequently, the expectation is that the *first* (‘major’) number will remain at 1 for many years. This is an important advantage. Let’s say that you are running v1.3.14 :

* Any programs that you wrote for earlier versions will still run, without any changes or problems
* You will also be able to load and run any code file that has been written by someone running a version of Elan that has a higher-level *third* number - for example v1.3.15
* If you try to load a code file written by someone who was using a version of Elan with a higher *second* level number – for example v1.4.0 – indicating that the version has *additional* capabilities, then you will be advised to upgrade to that or, preferably, the *latest* available version, *because it will always be safe to do so* without any risk that your existing programs may no longer run.
* A higher *first* level number indicates that it may be necessary to make some (typically small) changes to some of your existing programs in order to run them on the new version. **For this reason, the developers of Elan are committed *not* to introduce a first-level change without extensive consultation with, and support from, teachers that use Elan.** In a **v2.0.0** were to be introduced in future, you will then *automatically* be advised of how to check the compatibility of any existing programs, or the small changes that might be needed, *before* you decide whether to upgrade.

# Viewing and navigating around code

The best way to *start* using Elan is explore an example program.

Use the **Load** button to find and load a .elan file.

[screenshot]

## Viewing code in ‘outline’ view

Use the **+/-** button (above the **Code** window) to collapse the code to outline view. Each ‘multiline’ code region will be reduced to a single line starting with a coloured **+** symbol, for example:

[screenshot]

Clicking the **+/-** button again, will expand the code to normal view.

Note: Pressing the keys **Ctrl-Shift-O** (the ‘O’ stands for ‘outline’) has the same effect as clicking the **+/-** button.

You may also expand or collapse a region by double-clicking it with the mouse, or by selecting it (see below) and then using the keys **Ctrl-o** (i.e. without the **Shift** key).

## Frames

You will have seen already that whether the code is in normal (expanded) view or collapsed, *some* part of the code is always highlighted with a background colour (see Accessibility). If the background colour is pale blue, then the code being highlighted is a ‘frame’.

### Single-line frames

Some frames are just a single line of code, for example:

[screenshot]

### Multi-line frames

And some are ‘multi-line frames’. *Most* multi-line frames start with a ‘keyword’ such as main, function, while (keywords are rendered in dark blue) and finish with the keyword end , immediately followed by the starting keyword. The following screenshots show such multiline frames selected:

[screenshots]

As well as highlighting the first and last lines, a multi-line frame highlights a vertical bar between them to show indicate the extent of other frames that are contained within the highlighted frame.

When not selected, this vertical bar is not highlighted, but serves to ‘indent’ the contained frames.

The few exceptions to the general rule stated above include the then and else clauses found within an if statement, and the case and default clauses within a switch statement. These clauses do not have individual end statements – they are terminated by the start of next clause, or by the end of the *enclosing* frame (i.e. by end if or end switch). So the highlighting can be described as ‘r-shaped’ rather than the ‘c-shape’ for most frames:

[screenshots]

Also the final line of a repeat ‘loop’ contains some additional code on the same line as the end repeat:

[screenshot]

### Wrapped lines

Depending on the size of your screen and the magnification of the text, if any line is longer than the available width it will *automatically* ‘wrap’ onto multiple lines – rather than resort to a horizontal ‘scroll-bar’. For example:

[screenshot showing more than one example]

It is important to understand that a *wrapped* line is still treated as a single line of code – it is not broken into multiple lines. Expand the browser window, or reduce the magnification, and the line breaks on a wrapped line will adjust automatically. Select on one any of those wrapped frames, and the full extent of the code will be highlighted, as in the last example above.

### Selecting frames

You can select on a *frame* by mouse-clicking on the starting keyword of that frame.

Alternatively you can navigate to any frame using the following keys.

**Cursor-up**, **Cursor-down** to select the next frame above or below the current one that *is at the same level of indentation.*

**Cursor-left, Cursor-right** – are of use only in the context of multiline frames. **Cursor-right** takes to *into* the selected multi-line frame to the first frame that it contains – sometimes described as the first ‘child’ frame. Cursor-left selects the enclosing frame for the current selection – sometimes described as the ‘parent’. If the current selection has no indentation then it has no parent. We describe these frames as being ‘global’ frames, or global ‘code constructs’. The only possible global constructs are those beginning: main, constant, function, procedure, class, enum, test, and # (a comment).

**Home, End** – select the first, or the last frame at the same level of indentation (sometimes stated as ‘at peer level’) the currently-selected frame. If the currently-selected frame is a global construct then **Home** / **End** will take you to the first / last frame in the file.

## Fields

A whole frame may be added into code. moved, cut, pasted, or deleted [TODO: add links] but you may not edit or remove any of the keywords that *define* the frame. In other words the *integrity* of a frame is enforced. This is one of the key features of Elan that is designed to prevent the possibility of the ‘syntax errors’ that are a feature of almost every other text-based language. (If you have previously used a ‘block-based’ programming language such as Scratch, or Snap! Then you will be familiar with the idea of enforced code integrity.)

Most frames (the exception is main) define, in addition to the fixed keywords or punctuation, one or more ‘fields’. Fields are designed to contain code that is entered and/or edited by the programmer. The text contained in a field will normally be rendered as black text and/or dark red (for strings) and dark blue if the field contains a keyword. However, when selected, the field will be shown with a green background (see Accessibility) assuming it is in a valid state – as all fields should be in any example program you are exploring.

[screenshot]

(Shortly we will look at editing code, and entering new code).

To select a field, you can either:

* Mouse-click within the text of the field
* From the frame that the field is a part of, press **Tab**to select its first field, then **Tab** again for the next field, and so on. If you press **Tab** from the last field in the frame then you will get back to the selected *frame*.

# Editing code

## Editing at frame level

Having selected a frame, you can:

* *Delete* the whole frame by pressing **Ctrl-Delete** or (for keyboards that do not have a **Delete** key) **Ctrl-d**
* *Move* the whole frame up or down by pressing **Ctrl-↑**  or **Ctrl-↓**. You can move the frame up or down *only at the same level of indentation.* With each keypress the selected frame will skip over the previous/next frame at the same indentation, whether it is a single-line or multi-line frame. If you reach the top or bottom of an enclosing frame, you will not be able to move further – you will need to use cut/paste (explained below) instead.  
    
  **Note** A few frames are held in a fixed position - as the first child of their parent frame ( constructor and then) or the last child (see return and default). You will not be able to move these fixed frames, nor will you be able to move other frames past them.
* *Cut* the whole frame to the (unseen) ‘scratchpad’ by pressing **Ctrl-x**
* *Insert* new code below a selected frame by pressing **Enter**, or above the selected frame by pressing **Shift-Enter**. These actions will insert a new code ‘selector’ below/above the frame, and move the focus to that selector. (If there was already a new code selector in that location, then these actions will simply move the focus to that selector).
* *Paste* a frame from the scratchpad by pressing **Ctrl-v** *when the focus is on a new code selector*. You may only paste code onto a new code selector. Additionally, the paste action will work only if there is a frame in the scratchpad, and *only if the type of frame in the scratchpad is compatible with the location you are attempting to paste into*. In other words you cannot paste in code that you could not create in the same location.

# Got to here

Long lines will ‘wrap’ automatically onto the next line, or even over multiple lines.

[screenshot]

# Types

|  |  |  |  |
| --- | --- | --- | --- |
|  | **Literal value example** | **Type name** | **Notes** |
| **Integer** | 42 | Int | Size? |
| **Floating Point** | 1.618  3.0 – must always include a decimal point | Float | An Int may be passed as an argument to a Float parameter |
| **Boolean** | true or false | Boolean |  |
| **String** | "Hello" | String | Newline may be embedded as \n |
| **Date** | Not yet implemented | | |
| **List** | ["apple", "orange", "pear"]  [1.0, 2.5, 3.0, 0.0, 2.0]  [[3,7,1], [5,5,7], [0,1,0]] | List<of String>  List<of Float>  List<of List<of Int>> | Members of a list must all be of the same type. To create an *empty* list:  new List<of String>() |
| **Dictionary** | ['a':121, 'b':23, 'c':35] | Dictionary<of Char, Int> |  |

## Int

An integer is a whole number i.e. with no ‘fractional’ component.

### Type name

Int

### Defining a literal integer

var meaningOfLife set to 42

### Default value

0

### Constraints

* Maximum value: 253 – 1 which is just over 9 x 1015
* Minimum value: -(253 – 1)

If either limit is exceeded the number will automatically be represented as a Float, with possible loss of precision.

### Notes

* An Int may always be passed as an argument into a method that requires a Float.

## Float

Float is short for ‘floating-point number’ – a number that may have both an integer and fractional part.

### Type name

Float

### Defining literal floating-point value

var a set to 1.618

### Constraints

Since Elan compiles to JavaScript, the constraints on floating point numbers are those of JavaScript:

* Maximum value: just over 1 x 10308
* Minimum value: approx. 5 x 10-324

For greater detail, refer to the official JavaScript documentation

### Notes

* A variable that has been defined as being of type Float may not be passed as an argument into a method that requires an Int, nor as an index into an ArrayList, *even if the variable contains no fractional part*. However, it may be converted into an Int before passing, using the functions floor() (the integer value left by removing any fractional part) or ceiling() (if the Float value *does* have a fractional part, the ‘ceiling’ will the lowest integer greater than the Float value).
* If you wish to define a variable to be of type Float but initialise it with a whole number then add .0 on the end of the whole number, for example: var a set to 3.0.

## Boolean

A Boolean value is either true or false.

### Type name

Boolean

### Defining a literal Boolean

var a set to true

true and false must be written lower-case

### Default value

false

## String

A String represents ‘text’ – a sequence of zero or more characters.

### Type name

String

### Defining a literal string value

var a set to "Hello"

String are always delineated by double-quote marks

### Default value

"" – known as ‘empty string’.

### Notes

* As on most programming languages, strings are *immutable*. When you apply any operation or function with the *intent* of modifying an existing string, the existing string is never modified. Instead the function or operation will return a *new* string that is based on the original, but with the specified differences.
* Strings may be appended using the plus operator, for example print "Hello" + " " + "World".
* A newline may be inserted within a string as \n, for example: print "Hello\nWorld".
* You may insert single-quote marks – ' – within a string.
* Elan strings are automatically interpolated: you may insert the values of variables, or simple expressions within a string, by enclosing them in curly-braces. For example (assuming that the variables a and b are already defined as integers) :  
   print "{a} times {b} equals {a\*b}.”
* It is not *currently* possible to include double-quote marks *within* a string. This is likely to be made possible in a future release.

## Date and Time

Dae and Time are not currently yet implement as standard types in Elan. They are likely to be introduced in a future release.

## Lists

There are two forms of list in Elan: an ArrayList, which is mutable, and an ImmutableList

### Array-list

An ‘array-list’ is the simplest way to represent a collection of data items *of the same type*. It is called an ‘array-list’ because it offers the functionality both of a traditional array, including:

* access elements by index
* create an empty structure of a defined size

and of a traditional list (sometimes referred to as a ‘linked list’), including:

* be able to append to the list, extending it dynamically – starting from an empty list if desired
* be able to find elements within the list
* be able to insert an item between existing members of the list

#### Type name

The *formal* type name for an ArrayList looks like this:

ArrayList<of String> which may also be written simply as [String]

Where, in this example, String represents the type of each element. The element type could be any value type – Int, Boolean, Float, String – or the name of a specific class such as Player or an enum such as Direction. It may also be another data structure, including another ArrayList, (sometimes referred to as a ‘nested list) for example:

ArrayList<of ArrayList<of Int>> which may also be written simply as [[Int]]

#### Defining a literal array-list

A literal array-list is ‘delimited’ by square brackets, and the elements are separated by commas. The elements may be literal values (all of the same type):

var fruit set to ["apple", "orange", "pair”]

including ‘nested lists’:

var coordinates set to [[3.4, 0.1, 7.8],, 15.3] [1, 0, 1.5], [10, -1.5, 25]]

or variables (provided they are all of the same type):

var values set to [x, y, z]

or a mixture of literal values and variables:

var values set to [3.1, y, z]

#### Using an ArrayList

Try these examples:

var a set to new ArrayList<Int>(10)

print a

print a.length()

set a[0] to 3

set a[1] to 7

print a[0]

print a

var b set to [int]

print b

b.add(3) # appends to the end of the existing list

b.add(7)

print b

print b.length()

print b[0]

Indexing may be used only for reading or modifying *existing* elements. Attempting to read or write an element *by index*, where that element does not exist, will result in an ‘Index out of range’ runtime error.

#### Default value

The default value of any type of ArrayList is empty, although it must still define the type of elements. This may be created by:

var players set to empty [String]

An ArrayList may also be initialised to a specific size, for which it is necessary to use the formal name, for example:

var a set to new ArrayList<of String>(10)

in which case each element will have the default value for that type – an empty string, or, for an ArrayList<of Int>, the value 0.

#### Constraints

* All the members of the list must be of the type specified (either explicitly in the name of the Type, or implicitly in the literal values with which the list was initialised).
* An array-list may be passed as an argument into a procedure, but may not be passed as an argument into a function because the latter may accept only *immutable* types, hence …

### Immutable-list

An ImmutableList has similar capabilities to an ArrayList but – just like a String – is *immutable*. You can still insert, delete, or change elements in an ImmutableList, but the methods for these operations do not modify the input list: they return a new list based on the input list but with the specified differences.

#### Type name

The type name for the Immutable must specify the type of the elements, for example:

ImmutableList<of String> which may also be written simply as {String}

ImmutableList<of Int> which may also be written simply as {Int}

ImmutableList<of ImmutableList<of Int>> which may also be written simply as {{Int}}

Note that the syntax for the alias type name is similar to that for an ArrayList but using curly braces { } instead of square brackets [ ]. The same is true for literals…

#### Defining a literal

var fruit set to {"apple", "orange", "pair"}

#### Using an ImmutableList

Try these examples:

var fruit set to {String}

print fruit

set fruit to fruit + "apple"

set fruit to fruit + "pear" # ‘appending an element’

print fruit

set fruit to "orange" + pear # ‘prepending an element

var choice set to fruit.get(1)

print choice

#### Constraints

* Like an ArrayList the members of an ImmutableList must all be of the same type.
* Unlike an ArrayList, an ImmutableList may be passed as an argument into a function (as well as to a procedure).

## Dictionaries

There are two forms of dictionary in Elan: an ordinary Dictionary (which is mutable) and an ImmutableDictionary.

### Dictionary

#### Type name

Dictionary<of Int, String> which may also be written simply as [Int, String]

In this example, Int is the type of the ‘key’ and String is the type of the value associated with a specific key.

Important: For both Dictionary and ImmutableDictionary the value type can be any type, including e.g. a specific type of class, a List, another Dictionary or another data structure. However, the *key* type must be one of: Int, Float, String, Boolean, or a specific type of enum.

#### Defining a literal

A literal Dictionary is defined as a comma-separated list of ‘key:value pairs’ surrounded by square brackets e.g:

var scrabbleValues set to ["a":1, "b":3, "c":3, "d":2]

#### Using a Dictionary

Try these examples:

var dict set to new [String, Int]

print dict

set dict["a"] to 3

print dict["a"]

Constraints

* Key values must be unique
* There is no difference in syntax between *adding* an entry with a new key, and setting a new value for an existing key: if the key does not exist in the dictionary, it will be added.

### ImmutableDictionary

#### Type name

ImmutableDictionary<of Int, String> which may also be written simply as {Int, String}

#### Defining a literal

A literal Dictionary is defined as a comma-separated list of ‘key:value pairs’ surrounded by curly braces e.g:

var scrabbleValues set to {"a":1, "b":3, "c":3, "d":2}

#### Using an ImmutableDictionary

Try these examples:

var immD set to new {String, Int}

print immD

set immD to immD.withKey("a", 3)

print immD.getKey(("a")

## Enum

An enum – short for ‘enumeration’ – is the simplest form of ‘user-defined type’ , specifying a set of values, each defined as a name, such that a variable of that type must always hold one of those values.

### Type name

The name given to an enum (see below), which must begin with a capital, is used as the Type name, when passing a value to or from a procedure of function.

### Defining an enum

Example

enum Status

incomplete, ready, running, stopped, invalid

end enum

* The name must begin with a capital letter, which may be followed by any combination of lower-or-upper-case letters, the underscore ­\_ symbol, or decimal digits (though it is not common practice to use decimal digits in enum names).
* The values that an instance of that type may take, are separated by commas. Each value must take the same form as a variable name i.e. start with a lower-case letter followed by any combination of lower-or-upper-case letters, the underscore ­\_ symbol, or decimal digits.

### Using an enum

The value is specified by the type name for the specified enum, followed by a dot and the value name, for example:

var x set to Status.ready

### Notes

* Enums are *read-only* – once they have been defined it is not possible to add, remove, or update the values.
* *Internally*, enum values are held as integers, with the first named value represented as 0. It is possible to use an enum value *as though it were an integer* – for example as an index into an array-list, or to compare two values of the same Enum type using the standard comparison operators (is, is not, >, etc).

## Tuple

A tuple is a way of holding a small number values of *different* types together as a single reference. A common usage scenarios include:

* Holding a pair of x and y coordinates (each a floating point number) as a single unit.
* Allowing a function could pass back a result, together with, say a string message and/or a Boolean flag indicating whether the operation was successful

A tuple is considered a ‘lightweight’ alternative to defining a specific class *for some purposes*.

### Type name

Written as a comma-separated list of the type of each member, surrounded by round brackets:

(Int, Int, Int)

(String, Boolean)

### Defining a literal tuple

A tuple is defined, where it is needed, by two or three elements – which variables, or literal values), separated by commas and surrounded by round brackets, for example:

var point1 set to (3.769, 4.088)

### Using a tuple

* You may pass a tuple into a function, or return one from a function, for example:

var d set to distanceBetween(point1, (12.34, 20.0))

* You may access (read) the individual elements within a tuple using methods first, second, and third for example:

var x = point1.first()

* An existing tuple (point1 below) may be ‘deconstructed’ into separate two new variables:

var (x, y) set to point1

or into existing variables of the correct type:

var a set to 0

var be set to 0

set (a, b) to point1

### Constraints

* Tuples are currently limited to having two or three members, which may be of the same or different types. (There is no point in defining a tuple with only one members, and so this is disallowed.)
* As in most languages, Elan tuples are *immutable*. Once defined they are effectively ‘read only’: you cannot alter any of the elements in a tuple, nor (unlike an immutable-list for example) can you create a new tuple from an existing one with specified differences
* If you invoke the method third on a tuple that has only two members you will get a run-time error.
* You cannot deconstruct a tuple into a *mixture* of new and existing variables

## Class

A class is user-defined type – offering far richer capability than an Enum. (Refer to the section on object-oriented programming for more details.)

### Type name

The type name for a class is just the name given to that class when it was defined, which, like any other type must always begin with a capital letter.

## Func

A function may be passed as an argument into another function (or a procedure), or returned as the result of calling another function, This pattern is known as higher order functions, and is a key idea in the functional programming paradigm. In order to define a function that takes in another function as a parameter, or returns a function, you need to specify the *type* of the function, just as you would specify the *type* of every parameter and the return type for the function.

### Type name

The *type* of any function starts with the word Func, followed by angle brackets defining type of each parameter and the return type for that function. For example:

Func<of String, String, Int => Boolean>

Defines the type for a function that defines *three* parameters, of type String, String, and Int respectively, and returns a Boolean value. For example this type would match that of the a function definition that started:

Function charactersMatchAt(a as String, b as String, position as Int) return Boolean

## Default values

Every type in Elan – whether pre-defined (such as Int or String) or user-defined (see class and enum) – has a default value

# Variables

Variables are defined using the var

Variable names must commence with a lowercase letter, followed by any combination of lower-case or upper-case letters, numeric digits, and the underscore.

Variable names are type-sensitive.

Variables may only be defined within the main, a function, or a procedure – and are thereby scoped to that construct. (There is no such thing as a ‘global variable’ in Elan - although there are global constants).

## Variable definition

### Var

## Re-assigning a variable

### set

## Scope of variables

# Expressions

## Operators

### Arithmetic operators

Elan recognises five ‘binary’ arithmetic operators (‘binary’ here means simply that the operators require *two* ‘operands’ – it is nothing to do with the binary notation of numbers). Each may be used with literal values or variables, a y of which may be of type Int or Float.

Addition: var x set to a + b  
Subtraction: var x set to a - b  
Multiplication: var x set to a\*b  
Division: var x set to a/b (the type of result will always be a Float, irrespective of whether the operands are of type Int or Float)

div and mod - which are used to undertake integer-division (yielding an Int result) and the ‘modulus’ or remainder from an integer-division – are invoked as *functions* not operators. See xxxx.

Elan also recognises one *unary* operator (working on just one operand) – the minus symbol – to negate a number for example:

var x set to -b

Arithmetic operators are evaluated according to rules of ‘precedence’ as captured in the popular mnemonics BIDMAS or BODMAS widely taught in Mathematics, so, for example:

3 + 4\*7 – 2 will evaluate to 29

(3 + 4)\*(7 – 2) will evaluate to 35

3^2 + 4^2 will evaluate to 25

Note that the Elan editor always adds spaces around the + and – operators, but no

### Logical operators

is, not, and, or, xor, >, <, >=, <=

### Function call

### New Instance

#### With clause

# Comments

A comment starts with # (hash symbol) :

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPcAAAAaCAYAAABrVsoPAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAqQSURBVHhe7ZxtiFpXGsf/M4ThTgnBlJDVbAhVSkF3mla3G6pbWFbphyilrBJKlX4oDpSipZQRStGwhCghbKSURpYhkXwYdClFl1J0Pixj2W5QGMqYtLMaShlLtox3w5BxS8hchjDZ59wX3zKZN81kYu8v3Nx7zj2e9+c853nuSYbuE1BRURk4huW7iorKgKEKt4rKgKIKt4rKgPKLE+7aP8ZhOquD6a9Z8HLcY+WnLMZjOuhi48guynEqKn3gCRTuEmJnhjB0JkZP24VHqZJEdY1H9VYKhT0gTPx3KSTv8eDvJZG6vieWG5UBYevCvZCE44wH6aZAyEI2tX0Ra8Ej/QkT1M0vz3Q/Jr4WVpMfxmEtjId9sB+Rox8j2ud98O/TQrvPD98LWjlW5ZdK41oCwY9tGO/DfN+6cDd4FORHkVt1VOim3cdJ4ScE/auXUTlNdX/XTaK+BzjqxuVwHfXwZbj3wGKj8ngR6gUkfi5hWQ73wpaFu/G/Ov1thF6RiHsCBLrZNDopvCO08L5/H/f/3LqKBulN9LXO+MxJVaupqGyHLQu3IDDhHm39gq8hSzcd9xg191oD1ekQXDGduHU3nBtH/JuG/LKNudgD2/yhT9IbO9RWaaeSCcJzziClP2uCIxFD9sY6+W8bxW/QfrWbPOvDz0pbNoOYXgfT+XHEZqporMkJekHgUZqOt+XP+tODYKbUn/wVeNJMkx7Yzkpl6GIuKqMAflV+386tMtJT4820Q2dpuzqVRvmW/F6mNEXv2HjeKSPxCRsvAzx/L0NYqyF/xSW2x5DIoia3g5/2UJoYSuz9JQd01JeOS3maDwLKGR9MVJ7uL/T+jpS+Sdd8Y/XxTCZQ6qoPQypjCLE56trvs4h9aqJy2G9McF1Jo9qWt5JW7I9ZJlVAdlYuo+1ieW2HTYS7NQmlQiOwKYV9GRFTJL4+KIV7sr13AFdHIemEaTaO/D1JTGurSYRyTsSZvdALa2ySmOGYTyC7WpPjqigsReD5jAZTitlVyhkHzNNBccsm1YhHVUgictWExDUxoidKn+tgmw215c/6M4vEvA3GyTz6saTVvgrCNulAkM+SYElx/L08leFAYKZzqRXm43BNWuBbSDbTYq2E5IIPlkkf0j/JcQokqKkpJ4INVntSPN+mkPqSBPFmXmxPbcmD+D/bW7GC4uc+uBZpYaE/hcU4Ul/E4Z8nwaPy+LsRBKbLclqC8k8njB3zjdUny7M2rVMfmdr1COx/8yByuyopE5pH+Zs+2Kf606cbsXWbe68hJBBZrMH53AzqH9HW/aNlzBis9KKE1L/bBoVhCbdt8YuIytEP5Voe0bs8zM9Q3hPy706vYNmXw8XDGvS+V7Ei3KxPyxR5KDSJ8hWahCNhzLyz0vzdSqCC3Jgfmn1yuh7gOC+iJ4pY+KAtf38OYWosfyuJfK9fFhbTCH3NFkYrApYi6h/K7f9wGRXHBVhG5HQMtrjmQsivaeF9cQ7LStr35pA6QmO8lobvi2yncPwcQWjJjpT/PipjdoqIY/xaEROOZdx3hcUkGdpttoghdIOZfytYcQQoXEDoWgS6sQru+1NwU0yZ0itLTi0XhO82pPmm1IfmXOWVMKzr1UcmeZN2AFwYOb/UrytvpeAlqeNv5VGUf6A9mZHyo6t+gpUMuE/Um3HKFbaIr7bMJsKtTMI6Mk9T8HAOy3JBCy+yDvQi865c+FtMsHYTGviXisi9aYeWTYwRDex/DEqDslTvaVUUhGV5UEeh2S8+UE9x0DzrRODdAMxy1K6xSguLrL1G97eWFu6QEU7PZQSOyxE9YD6VQvikFfoDbfkfdcI/xnqUtrSdinXblP91QTTj3C+lcPE1K7RKMZwGxlcmEHa0fCrCbAYXBKqTIYvk62ZolLRPm+ElwbvMxmQp9cCC4zwehfcocPApjRShiSP0Cj0fMYnzgr/HvEQttEejmLBw4J6S/UYjUURcRuCoHqIcrSnpy8jO5ymfJDJsvin1oTlndEQRf4aelwpNYe2Ai6IYiMJ5VPoRZ/AieIw9FVHtdcHchC1q7jqqVHHzIR2kbiPbg7YzGLFAf1iMeAwEEXTp5WcZpTWrDdHZt1M4iw9RGovyjzaY4rQVnimj1m1/7SacDb7naPFcjcH2MbNRsyjf7KWF60D2ZHk6hvHzsm0oX4ZvJBuwN2qYu8l2UxMIOLrGbB2q/2H2rxaeF6wP7pKG9bA/yxRL94Ljhu+3nXlP/G7jLyL+F+wd+dtNXlgfKJBYrKLIfAKLLoy29Y1y2X5kiUih3GX3TtzH/bAqCkJBnKdlUiJi6JGxoXC3DH0LIqQ5yhWLHD4IF3MirIZgEcObO4OeKDgzwrTlzdAqy91NIHjVAkOcJno8hHRfHGrbhYP5zQJtAUkzDc+RjeqB5coohs66EJrug0NNtictsxEkBdk27Ctk1bKJf4CUwXrC04UgsIXABv0hKdzNKGnMdemazQc3cfaOdqXXjIzKT4PBhsL9i2a/EW6yjyofrmDhVAYXtU7gThy+z5yIffuIl9x14WgLGEYqXMfK23PIjAXgRB7xWROcn5EWkFPtBGE2iYnbJNLMNny7ZXOzS7EBe4O2vsx0+rllw24Et4/p2yJqS1K4mxXamT0WDMWOvum8MvDusXMKGwp309A/dUG0M5vfnk8XIboomo3dew3rGyMc9CY3Au/kUHGFqR9KiFzvctjtMtwxM9yei8h9QONAQlP6Pk+bvJ3TWJa0tXvMD+exTm23fLcfgqSHUVS2GeS+2XwZ0ms99DePTHWdVq2R/XuDHacKkE0uRT1ytFR/dv+piHKvu6StsrYiP+ycrWluMg46upmvoUo3+4HBPFjCz8QQmy6gyrdNxFUB9btS2Lzb3/YXs4hNpVH4gYfQ9j1YuL0saWxagHqqkXzKMPtDATW5ycLNEpKXHLDPd5xL3CEa2M1hsn/L1K8exK6SKaF0rdBA9WocsbZPYZrnnQjQzCzfCCA4XW6lvV1GOhlAiMJmgw/2h+zO+86wGfZjNNfJDPV8Gkeh3/6ONrS/toh+gux8Evkey9mScPP/ZV/P3a3TaY26+O3wSbFRxEMOsvNj6IwN4hf6hq/NcdT1j1BW5xCZdcA0SXatkubcKAxfxVEe9iLy+x795V2HamwLLDIL36VWXOeBBQFzCz44UjqMnmulGb3iQnxVC+9Lvp48+NrfeMTPM2iMw3BeyduG8cUKLAfIHOkD3MsRZNmnyrU8IjMmHJTLGTp/EKaZEObaD7EccmLiZT/p+xISs5ZW2k8t8C2WoH0qisSf1nG2PTI42E9lRSdrrRGCg/k75DFoXv065zHmRIg1TIjB1VVOnw+xSDxg48ia3PKrwdTcWkcCxRNR+Dlj09uq3WeH35BB5b3U7p8BP+JF4vUUoofsMCojNmyE/VAUmTeqSL3a4zgccSP5RgoT+5X26mGV8879wSbG9A4H61tF1E9eROCAlUqQ0I+QyTM2g0TbpzAG+zcAc29kOtqspC2/H37QA/2o2W9FOLCA3FgA7pHNPf47hnYJE+9UkDrmhnVL0vlwhtT/Q01FZTDpcW1QUVHZq6jCraIyoKjCraIyoKjCraIyoKjCraIykAD/B8R5cQykXs86AAAAAElFTkSuQmCC)

This is typically the last option offered by the new code selector:
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A comment must be defined on its own line – a comment cannot be placed at the end of a line of code, nor within it.

For multi-line comments, each line must start with the # symbol.

There is a system-generated comment at the top of every Elan code file, showing the Elan version number and (in some cases) additional information:
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This comment cannot be edited or removed, and an Elan file cannot be loaded into the editor without this line (which also contains other, hidden, technical information) being present.

## Global constructs

What this term means and what they are

Illustrated by what’s visible in the global selector

## Main

Any program that you wish to *run* (as distinct from being a library intended for use within another program) must have a main.

The main can be defined anywhere within the file, but the convention is to define it at the top of the file.

There may only be one main within a file, so if a main already exists, the main option no longer shows up as an option in the new code selector.

A main may contain any of the statements that may be added into a procedure.

## Function

### Defining a function

#### Return statement

### Rules & patterns

Must return a value of the type specified in the signature

May have only a single return statement, which must be the last statement in the function – it is auto-created by the Function frame and may not be moved from the last position, nor deleted.

When the function is created the return statement takes the form: return result.

The result keyword references a variable, scoped to the function wherein it is used, defined (behind the scenes) to the type that the function must return and initialised to the default value for that type.

The result may be assigned to a new value within the function. [example]

It is not necessary to make any use of the result keyword, it is just a convenience. You may write, for example:

[function defining and writing own result]

And many functions may simply return the result of evaluating an expression [example]

Functions may not cause any side effects – such as creating output, or modifying a reference passed into the function as a parameter – and they may not depend upon any external information such as a on an input, on today’s date, or a random number generated inside the function – everything the function needs must be passed in as a parameter.

For this reason, the input, print, and external statements are not offered as options by the new code selector within a function body.

For the same reason

Example of invalid code:

* Attempting to set a parameter
* Attempting to pass in an array
* Attempting to call a procedure method on a class

### Using a function

May only be called as part of an expression e.g.

In a var, set, return

In the condition for a selection or iteration statement

As an argument or index defined in-line

## Procedure

### Example

### Rules

Can include input, output, or external dependencies

If the type passed in is a *reference type* and *mutable* (e.g. an Array or an of a user-defined class) then any change made to that parameter inside the procedure can be observed outside the procedure

Example – in-line sort

### Calling a procedure

#### call statement

## Constant

### Examples

Numeric values

Literal lists or dictionaries

### Rules

Must define a literal value or data structure – cannot make use of functions or other constants

Always declared at global level.

### Using a constant

Example

Option to use the global qualifier to disambiguate from a variable.

## Class

See also Class Members

### Class Members

See also Class

Notes:

* Properties may be read or written to *within the class, but may only be read by code outside the class. If you want to be able to change a property from outside you need to write a procedure method to do this. A common* convention *in OOP is that a method that simply modifies (sets) the property name Foo, is named setFoo().*
* private properties and methods are not currently supported. They will be in v1.0
* You can set properties, or use function methods within the constructor, but you may not call any procedure, whether defined within the class or externally. This is because procedures may have side effects and it is a bad idea to cause side effects in a constructor.

### Inheritance

#### Notes

Elan implements ‘invariance’. For example:

* a Foo can be passed into a parameter expecting AbstractFoo,
* a List<of Foo> can be passed into a parameter expecting Iter<of Foo>, but…
* a List<of Foo> *cannot* be passed into a parameter expecting List<AbstractFoo>

## Enum

## Test

Like most modern languages, Elan supports the writing and execution of automated ‘unit tests’. However, tests in Elan differ from those in most languages in several important ways:

* Elan tests are ‘first class’ – they are *part of the language*, not an add-on a library of functions and types.
* Elan tests do not need to be written within a separate class, or file, or project – they can safely be mixed in with your application code. Some Elan programmers prefer to write the tests for a function immediately adjacent to the function definition, others prefer to define all the tests in one place – at the end of the file, say.
* If tests have been written they execute automatically whenever the Elan code successfully compiles.
* When run the result from each assert statement will be shown alongside it
* If a test contains multiple assert statements the test runner does not stop at the first failure – it will attempt to execute every assert statement. (An assert will only show the status not run if the code has thrown an exception – not because a prior assert has failed.)

#### Defining a test
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* Each assert statement specifies that a *generated value* is the *expected result*. In the first example above, the generated value is setChar("ABCDE", 0, "\_") and the expected result is "\_BCDE".
* A test may also include var and/or let statements to hold the generated value and/or the expected result. But a test may not include any other type of statement.

#### Running tests

Tests execute automatically whenever the Elan code successfully compiles. A typical result is shown here:
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If all asserts in all tests have passed, then the test status shown the **Status** panel will indicate pass (green – unless configured to be a different colour):

![A blue background with green rectangles and white text
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but if *any* assert in any test has failed then the overall test status will show as fail (red by default):
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#### Notes

* Tests may be written anywhere within the program.
* Giving a name to the test is *optional*. If you are writing multiple tests within a program it is a good idea to give a test a name that describes its scope and/or intention – so that you can navigate to a particular test easily in outline view. Test names are not, however, required to be unique, since they perform no role at run-time. A test may, for example, have the same name as the function it is testing. There is no danger that the two will be confused, because a function name may be referenced in other code (within an expression), but a test may never be referenced from other code.

### Constraints

* Currently, unit tests can test functions, but not *procedures* (since the latter may contain input/output). It is hoped that a future version of Elan will offer support for the automated testing of procedures and even the main routine, for programs that use only console input/output.

# Statements

## Selection (conditional statements)

### switch

#### case

#### default

### if

#### else

#### else if

## Iteration (loops)

### for

### each

### repeat

### while

## Handling errors

### try

#### catch

### throw

## Input / output

### print

### input

### ‘Impure’ library functions

# Debugging

Elan v 1.0 will have a powerful debugging capability, but it does not exist in the Beta version.

Meantime, we recommend that you use the powerful Testing capability to help with debugging functions and procedures. And - we hate this idea, but just as a stop-gap solution – for the main routine and procedures, you can add-in temporary print statements.

# Input/Output and other system capabilities

## Random numbers

Note that both of the methods shown below have a dependency upon the system. Therefore they may be used

### random

returns a Float in the range 0 <= x < 1

Example use:

### randomInt

returns an integer in the range spaced. Note that both limits are *inclusive.*

*Example use:*

## Timing

clock

pause

## Console pane

### **print**

### **input**

### **getKeypress**

**Note: The console display is automatically updated with whatever has been printed, when the program ends, or whenever the system is waiting for an input. If you want it to update while the program is running – for example if using a loop to print out a long list of values – then insert the following line of code:**

**pause(1)**

**Whenever *any* pause method is encountered, program execution will be paused and the console display will then be updated. pause(1) just specifies the minimum delay – 1 millisecond.**

## Graphics pane

## File reading/writing

Not currently implemented. Elan v1.0 will have support for reading and writing, both text and binary files.